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ABSTRACT

SQL Injection Attacks (SQLIAs) have emerged as one of the most serious threats to the security of database-driven applications. In fact, the Open Web Application Security Project (OWASP), an international organization of web developers, has placed SQLIAs among the top ten dangerous vulnerabilities that a web application can have. Similarly, software companies such as Microsoft and SPI Dynamics have cited SQLIAs as one of the most critical vulnerabilities that software developers must beware. The problem with SQL injection is that a user input is used as part of the SQL statement. By using calculated and prepared statements you can manipulate the user input to be handled as the content of a parameter (and not as a part of the SQL command). Query parameters help to avoid this risk by separating literal values from the SQL syntax. SQL injection vulnerabilities can be particularly harmful because they allow an intruder to access the database that works as a backbone of an application. Using SQLIAs, an attacker may be able to read, modify, or even delete database information and sometimes the schema. In many cases, this information is confidential or sensitive and its loss can lead to problems such as identity theft and fraud. The list of high-profile victims of SQLIAs includes Travelocity, FTD, Creditcards.com, Tower Records, Guess Inc., and the Recording Industry Association of America (RIAA).

A SQL Injection attack is a form of vulnerability attack that comes from user input that has not been verified to see whether it is valid. The prime objective is to make fool the database system into running malicious code that will dig sensitive user information. There are two main types of SQL IA attacks. First-order attacks are those when the intruder receives the desired result immediately, either by direct response from the web application they are in communication with or through some other response mechanism, such as email/smss. Second-order attacks are those when the attacker injects some form of malicious data that will reside in the database, but the same will not be immediately make problems. The vulnerability attack occurs when input from the user is used to directly build a vulnerable query to the database. If the input is not properly encoded and
validated by the web application, the attacker can inject malicious input that is considered as additional commands by the database. Depending on the brutality of the vulnerability, the intruder can issue a wide range of dangerous SQL commands to the database. In many interactive database-driven web applications, use user data input to query their underlying databases, can be vulnerable to SQLIA. Informal surveys of database-driven web applications have shown that almost 97% are highly potentially vulnerable to SQLIA. Like most security vulnerabilities, SQLIAs can be prevented by using defensive coding. In practice however, this solution is very difficult to implement and enforce.

II. Related Work:

A. Mahima Srivastava (Dept. Of CSERKGITW Ghaziabad, India March 2014) [1] proposed a new approach using the concept of ASCII values and at the same time makes sure not even a single byte of additional storage is used. User can enter any type of data, any number of special characters. No more restrictions are imposed on the user. This approach can be implemented in three different phases. In first phase, discussing what user data should be stored in the database attached and how it can be stored. In second phase discussing how the data should be cross checked in the database and in third phase how data should be retrieved from database.

B. Lwin Khin Shar and Hee Beng Kuan Tan (March 2013) [2] proposed a method to overcome SQL Injection. Defensive coding practices will ensure preventing SQLIA and secure code but are time-consuming and labor-intensive. SQL injection defensive methods can be classified into three different types: defensive coding mechanism, SQLIV detection mechanism, and SQLIA runtime prevention mechanism. Vulnerability detection mechanism approaches can detect most if not all SQLIVs, but there is a possibility to generate many false alarms. Runtime prevention methods can effectively prevent SQLIAs, but they require more dynamic monitoring systems. The most effective strategy is effectively combining all three approaches.

C. Debabrata Kar and Suvasini Panigrahi proposed a lightweight tactical approach to prevent SQL Injection attacks by using a novel query transformation mechanism followed by hashing. The proposed query transformation scheme and hashing mechanism provides full protection from most varieties of SQL injection. This approach cannot be prevented after the initial SQL injection attempts through the parameter values (mainly through string values) are removed during the transformation process. While prevention of SQL injection attacks is the primary aim in this work, it is worthwhile to mention that this approach can neither be applied to prevent the XSS attacks.

D. Dr. M. Amutha Prabakar, M. Karthikeyan, Prof. K. Marinimuthu, proposed a detection system and prevention technique for preventing SQL Injection Attack (SQLIA) using Aho–Corasick pattern matching algorithm. This scheme is evaluated by using sample code of well-known attack patterns. Initial stage evaluation shows that the proposed scheme is produce not false positive and false negative.

E. Types Of SQL Injection Attacks:

Once attackers traced and identified an input source that can be used to exploit SQLIA vulnerability, there are many different types of attack techniques that they can employ. Depending on the type and extent of the vulnerability, the results of these attacks can include hack the database, gathering information about the tables in the database schema, establishing covert channels, and open-ended injection of virtually any SQL command. Malicious SQL statements can be introduced into a vulnerable application using many different input mechanisms.

SQL injections can be implemented in the following ways:

i) Tautology
ii) Illegal/logically incorrect queries
iii) End of line comment
iv) Timing attack
v) Union queries
vi) Blind SQL injection attacks
vii) Piggy backed queries

III. Proposed Algorithm:

SQL Injections are intrusions by which an attacker changes the structure of the original SQL query by injecting SQL code in the input fields of the web form in order to gain unauthorized access to the database. [1] Once an attacker gains access through internet then he can perform so many functions which will be a very big danger to our databases. These functions might include for retrieving the passwords of other users, deleting information from the user tables or even deleting the entire tables or database, updating someone’s valuable information, etc.
The proposed system is a simple and effective method to accurately detect and prevent SQLIAs by using a Combination of DDL & DML Mapping along with Vectorization of SQL Queries. In DDL & DML Mapping we generate a partial Sparse Image of the Structure and Data contents of the Database to a Mirror Database which will be stored in parallel to another database if possible in a different server. Along with the Sparse Image the Vectorization of the SQL Queries is also store in tables of the Mirror Database, to include different syntax, we resolve the parse tree of different generated queries. As a result of the output of the different generated queries, we can monitor the detection of abnormalities among the queries within our database structure; we are in forward for a resemblance monitoring for the space of controlled objects, i.e. the space of valid SQL parse tree structure. Thus, we strive with the problem of having to generate a comparison utility for matching trees.

A. Detection and Prevention of SQL Injection Attacks:

AMNESIA (Analysis for Monitoring and NEutralizing SQL Injection Attacks) is a fully-automated and general technique for detecting and preventing all types of SQLIAs. The approach works by combining static analysis and runtime monitoring. Our two key insights behind the approach are that (1) the information needed to predict the possible structure of all legitimate queries generated by a web application is contained within the application's code, and (2) an SQLIA, by injecting additional SQL statements into a query, would violate that structure. In its static part, our technique uses program analysis to automatically build a model of the legitimate queries that could be generated by the application. In its dynamic part, our technique monitors the dynamically generated queries at runtime and checks them for compliance with the statically-generated model. Queries that violate the model represent potential SQLIAs and are reported and prevented from executing on the database. The technique consists of four main steps.

B. The AMNESIA Approach:

Identify hotspots:
Scan the application code to identify hotspots—points in the application code that issue SQL queries to the underlying database.

Build SQL-query models:
For each hotspot, build a model that represents all the possible SQL queries that may be generated at that hotspot. A SQL-query model is a non-deterministic finite-state automaton in which the transition labels consist of SQL tokens (SQL keywords and operators), delimiters, and placeholders for string values.

Instrument Application:
At each hotspot in the application, add calls to the runtime monitor.

Runtime monitoring:
At runtime, check the dynamically-generated queries against the SQL-query model and reject and report queries that violate the model.

C. Algorithm for SQL Injection Detection:

Step 1: Gathering the information about the Database Schema.
Step 2: Store the Schema values into the Sparse Tables.
Step 3: Gather the Output of Randomly generated SQL Queries from various tables.
Step 4: Store the Queries and Output into Tables of Mirror Database.
Step 5: Search for the different SQL queries which is coded inside the web forms.
Step 6: Store the SQL Query detected along with the position information.
Step 7: Confirm the Gathered information.

D) Runtime SQLIA prevention:

Researchers have proved that query injection can’t be applied without using space, single quotes or double dashes (--). Researchers have developed tools and techniques that could prevent all SQLIAs by checking actual runtime against legitimate queries.

Static Analysis:

AMNESIA (Analysis for Monitoring and NEutralizing Sql Injection Attacks) uses static analysis to deduce valid queries that might appear at each database access point in Web programs via isolation of tainted and untainted data. Another runtime SQLIA prevention technique uses a query learning approach similar to AMNESIA, but, instead of targeting query statements in a server program, it targets stored procedures in a database and also crosscheck with the data dictionary generated.
Dynamic Analysis:

Statically inferred legitimate query structures might not be accurate, and attackers could exploit this weakness to conduct SQLIAs. Researchers have thus proposed dynamic-analysis-based approaches to provide more accuracy. SQL Check tracks tainted data at runtime by marking it with Meta characters and stores the SQL queries inside the Data dictionary. When a Web application invokes a query, SQL Check learns the query’s legitimate structure by verifying it with the data dictionary.
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IV. Result And Evaluation:

The proposed algorithm for the detection of SQL Injection can be implemented successfully on real web applications. This paper compares the detection rate of the proposed method with other researches under the same conditions. It also compares other major detection and prevention methods of particular attack forms. It detects attacks by comparing the structure and the grammar of the query with the available methods along with the data dictionary. If the dynamically generated query has a different structure or if it uses different grammar, it will be detected. The algorithm proposed in this paper does not use complex analysis methods such as Parse trees. It uses a very simple method which compares the queries after the removal of the attribute values. Therefore, it can be implemented into any type of DBMS.

<table>
<thead>
<tr>
<th>Sl.No</th>
<th>File Name</th>
<th>Query</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Login.vb</td>
<td>Select username, password from tbl_Login</td>
</tr>
<tr>
<td>2</td>
<td>Home.vb</td>
<td>Select category from tbl_category</td>
</tr>
<tr>
<td>3</td>
<td>Home.vb</td>
<td>Select Date from tbl_datareport where category_id='2'</td>
</tr>
<tr>
<td>4</td>
<td>Vouchure.vb</td>
<td>Select * from tbl_vouchure where category_id='2' and date='date'</td>
</tr>
</tbody>
</table>

Table 1: Structure of legitimate query.

V. Conclusion:

This paper proposes a new SQL injection attack detection method that utilizes both Static and Dynamic Analysis along with a data dictionary in parallel for data verification. SQL injection is a common technique hackers employ to attack underlying databases. These attacks reshape the SQL queries, thus altering the behavior of the program for the benefit of the hacker. In this paper, we present a fully automated technique for detecting, preventing and reporting SQLIA incidents in databases. In DDL & DML Mapping we generate a Sparse Image of the Structure and Data contents of the Database to a Mirror Database which will be stored in parallel. The proposed algorithm for the detection of SQL Injection can be implemented on real web applications. It can store total number of parameters and queries in web applications and make a list to compare with the real time generated value of parameter. Also, it can profile legitimate dynamic query generated by normal users between the web application and the database server and compare it with the dynamically generated query to detect attacks.
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